**MANUAL DE USUARIO**

**Autenticador Drive**

**# Vincular colab con google drive**

1. **from google.colab import drive**

* **Importando el módulo drive:** Esta línea trae al entorno de Colab un módulo específico llamado drive. Este módulo es como una herramienta que nos permite interactuar con Google Drive directamente desde nuestro notebook de Colab.

1. **drive.mount('/content/drive/')**

* **Montando Google Drive:** Esta línea hace que nuestro Google Drive se "conecte" a una carpeta específica dentro de Colab, que es /content/drive/. Al montar el drive, estás haciendo que los archivos de tu Google Drive están disponibles para que los uses en Colab como si estuvieran guardados en tu computadora.

**En resumen:**

Estas dos líneas te permiten conectar tu Google Drive a Colab para que puedas trabajar con tus archivos de una manera más fácil y eficiente.

**Instalar librerías a usar**

**# @title instalar librerias**

2. **!pip install sweetviz**

* !: Este signo de exclamación al principio de la línea indica a la consola (como Google Colab o Jupyter Notebook) que la siguiente línea es un comando del sistema operativo, y no una línea de código Python.
* pip: Pip es un gestor de paquetes de Python. Se utiliza para instalar, actualizar y eliminar paquetes (bibliotecas) de Python.
* install: Esta palabra clave le indica a pip que queremos instalar un nuevo paquete.
* sweetviz: Este es el nombre del paquete que queremos instalar. Sweetviz es una biblioteca de Python especializada en análisis exploratorio de datos. Genera informes interactivos que proporcionan una visión rápida y completa de un conjunto de datos.

**3. !pip install category\_encoders**

* !: Al igual que en la línea anterior, indica que es un comando del sistema operativo.
* pip install: La misma función que en la línea anterior: instalar un paquete.
* category\_encoders: Este es el nombre del paquete a instalar. Category Encoders es una biblioteca que proporciona técnicas para codificar variables categóricas. Las variables categóricas son aquellas que representan categorías o grupos (por ejemplo, género, color, país). Estas técnicas son necesarias porque muchos algoritmos de machine learning requieren que los datos sean numéricos.

En pocas palabras, estas dos líneas hacen lo siguiente:

* Preparan tu entorno de Python: Aseguran que tengas las herramientas necesarias para trabajar con tus datos.
* Facilitan el análisis de datos: Sweetviz te ayudará a entender rápidamente tus datos, mientras que Category Encoders te permitirá preparar tus datos para modelos de machine learning.

**# Importando librerías y módulos a usar:**

**1. import os**

* Importa el módulo os: Este módulo proporciona funciones para interactuar con el sistema operativo, como trabajar con directorios, archivos y rutas.

**2. import re**

* Importa el módulo re: Este módulo permite trabajar con expresiones regulares, que son patrones de búsqueda para encontrar y manipular texto.

**3. import math**

* Importa el módulo math: Este módulo proporciona funciones matemáticas comunes, como cálculos trigonométricos, logarítmicos, exponenciales, etc.

**4. import numpy as np**

* Importa el módulo numpy y lo asigna al alias np: Este módulo es fundamental para trabajar con arrays multidimensionales (matrices) y operaciones numéricas eficientes.

**5. import pandas as pd**

* Importa el módulo pandas y lo asigna al alias pd: Este módulo proporciona estructuras de datos de alto rendimiento y herramientas de análisis de datos, como DataFrames.

**6. import seaborn as sns**

* Importa el módulo seaborn: Este módulo es una biblioteca de visualización de datos basada en Matplotlib, que proporciona una interfaz de alto nivel para crear gráficos estadísticos atractivos.

**7. import matplotlib.patches as mpatches**

* Importa el submódulo patches del módulo matplotlib.pyplot: Este submódulo proporciona herramientas para crear formas geométricas como rectángulos, círculos, elipses, etc., que se pueden usar para personalizar gráficos.

**8. import matplotlib.pyplot as plt**

* Importa el submódulo pyplot del módulo matplotlib y lo asigna al alias plt: Este submódulo proporciona una interfaz de estilo MATLAB para crear gráficos 2D.

**9. import sweetviz as sw**

* Importa el módulo sweetviz: Este módulo es una herramienta de análisis exploratorio de datos que genera informes interactivos sobre los datos, incluyendo estadísticas descriptivas, visualizaciones y detección de anomalías.

**10. import category\_encoders as ce**

* Importa el módulo category\_encoders: Este módulo proporciona técnicas de codificación de variables categóricas, como One-Hot Encoding, Target Encoding, y otras, que son útiles para preparar datos para modelos de machine learning.

**11. from google.colab import files**

* Módulo específico de Google Colab que permite manejar archivos, como subir y descargar archivos desde el entorno de Colab.

**# Importando herramientas de aprendizaje automático de scikit-learn**

Estas líneas de código importan varias herramientas del módulo sklearn que son fundamentales para el aprendizaje automático. Vamos a desglosar cada importación:

1. **from sklearn.model\_selection import train\_test\_split, cross\_val\_score, GridSearchCV:**
   * **train\_test\_split**: Esta función se utiliza para dividir un conjunto de datos en un conjunto de entrenamiento y un conjunto de prueba. Esto es esencial para entrenar un modelo y luego evaluarlo en datos no vistos.
   * **cross\_val\_score**: Esta función se utiliza para realizar validación cruzada, una técnica que ayuda a evaluar el rendimiento de un modelo en diferentes subconjuntos de datos.
   * **GridSearchCV**: Esta función se utiliza para realizar búsqueda en cuadrícula, una técnica para encontrar los mejores hiperparámetros para un modelo.
2. **from sklearn.preprocessing import OneHotEncoder, StandardScaler:**
   * **OneHotEncoder**: Este codificador se utiliza para transformar variables categóricas en variables numéricas. Por ejemplo, si tienes una variable "color" con valores "rojo", "verde" y "azul", el codificador creará nuevas columnas binarias para cada valor.
   * **StandardScaler**: Este escalador se utiliza para estandarizar las características numéricas de un conjunto de datos. Esto significa que los valores se transforman para tener una media de 0 y una desviación estándar de 1.
3. **from sklearn.impute import SimpleImputer**:
   * **SimpleImputer**: Este imputador se utiliza para manejar valores faltantes en los datos. Puede reemplazar los valores faltantes con la media, la mediana, la moda o un valor constante.
4. **from sklearn.pipeline import Pipeline**:
   * **Pipeline**: Esta clase se utiliza para crear un pipeline de procesamiento de datos y entrenamiento de modelos. Un pipeline combina múltiples pasos de procesamiento, como imputación, codificación, escalado y entrenamiento del modelo, en una sola secuencia.
5. **from sklearn.feature\_selection import SelectKBest**:
   * **SelectKBest**: Esta clase se utiliza para seleccionar las mejores características de un conjunto de datos. Puede seleccionar las características más importantes basadas en diferentes criterios, como la correlación con la variable objetivo.
6. **from sklearn.compose import ColumnTransformer**:
   * **ColumnTransformer**: Esta clase se utiliza para aplicar diferentes transformaciones a diferentes columnas de un conjunto de datos. Por ejemplo, puedes aplicar un codificador a las columnas categóricas y un escalador a las columnas numéricas.
7. **from sklearn.metrics import accuracy\_score, f1\_score, classification\_report, roc\_auc\_score**:
   * **accuracy\_score**: Esta métrica calcula la precisión del modelo, es decir, la proporción de predicciones correctas.
   * **f1\_score**: Esta métrica combina la precisión y la sensibilidad del modelo.
   * **classification\_report**: Esta función genera un informe detallado sobre el rendimiento del modelo, incluyendo precisión, sensibilidad, F1-score, etc.
   * **roc\_auc\_score**: Esta métrica se utiliza para evaluar el rendimiento de modelos de clasificación binaria.
8. **from sklearn.metrics import confusion\_matrix, accuracy\_score, classification\_report**:
   * Estas importaciones son similares a las anteriores y se utilizan para evaluar el rendimiento del modelo.

**En resumen:**

Estas importaciones proporcionan las herramientas necesarias para preparar los datos, entrenar modelos de aprendizaje automático, evaluar su rendimiento y hacer predicciones.

9. from sklearn.decomposition import PCA

* **Importando PCA:** Esta línea importa la clase PCA del módulo sklearn.decomposition.
* **¿Qué es PCA?** PCA, o Análisis de Componentes Principales, es una técnica de reducción de dimensionalidad. Esto significa que toma un conjunto de datos con muchas características (columnas) y lo transforma en un nuevo conjunto de datos con menos características, pero que capturan la mayor parte de la variabilidad original. Es útil para visualizar datos de alta dimensión y mejorar el rendimiento de algunos modelos de aprendizaje automático.

10. import xgboost as xgb

* **Importando XGBoost:** Esta línea importa la biblioteca XGBoost y le asigna el alias xgb para facilitar su uso.
* **¿Qué es XGBoost?** XGBoost es una librería de optimización de gradiente extremo que se utiliza para construir modelos de machine learning. Es conocido por su alta eficiencia y precisión, y se utiliza tanto para tareas de regresión como de clasificación. XGBoost crea un modelo de aprendizaje de conjunto que combina múltiples árboles de decisión para hacer predicciones.

**En resumen:**

* **PCA** es una herramienta para reducir la dimensionalidad de los datos.
* **XGBoost** es una librería poderosa para construir modelos de machine learning.

**# Balanceo**

**from imblearn.under\_sampling import CondensedNearestNeighbour, EditedNearestNeighbours, InstanceHardnessThreshold, RepeatedEditedNearestNeighbours, OneSidedSelection**

* **Importaciones de Técnicas de Submuestreo (Under-sampling)**:
  + **CondensedNearestNeighbour**: Esta técnica reduce el conjunto de datos eliminando ejemplos de la clase mayoritaria que no son necesarios para mantener la clasificación de la clase minoritaria. Se basa en un algoritmo de vecinos más cercanos.
  + **EditedNearestNeighbours**: Esta técnica edita el conjunto de datos eliminando ejemplos de la clase mayoritaria que son incorrectamente clasificados por sus vecinos más cercanos. Esto ayuda a limpiar el conjunto de datos.
  + **InstanceHardnessThreshold**: Selecciona y elimina ejemplos de la clase mayoritaria que son fáciles de clasificar, manteniendo aquellos que son más difíciles. Esto se hace para equilibrar el conjunto de datos eliminando ejemplos que no aportan información valiosa.
  + **RepeatedEditedNearestNeighbours**: Es una versión mejorada de EditedNearestNeighbours que realiza múltiples pasadas a través del conjunto de datos para asegurar una mejor limpieza y reducción.
  + **OneSidedSelection**: Esta técnica selecciona ejemplos de la clase mayoritaria y elimina ejemplos de la clase minoritaria que están demasiado cerca de la clase mayoritaria, ayudando a balancear las clases.

**from imblearn.under\_sampling import TomekLinks**

* **TomekLinks**: Esta técnica identifica pares de ejemplos de diferentes clases que son vecinos cercanos y elimina aquellos que están cerca. Esto puede ayudar a mejorar la separación entre las clases y a reducir el ruido en el conjunto de datos.

**from collections import Counter**

* **Counter**: Importa la clase Counter de la biblioteca collections, que se utiliza para contar la frecuencia de los elementos en un iterable, como una lista o un array. Esto es útil para contar la cantidad de instancias de cada clase en un conjunto de datos.

**from imblearn.over\_sampling import SMOTE**

* **SMOTE (Synthetic Minority Over-sampling Technique)**: Esta técnica genera ejemplos sintéticos para la clase minoritaria interpolando entre ejemplos existentes. Es útil para aumentar el número de instancias en la clase minoritaria, ayudando a equilibrar el conjunto de datos.

**from imblearn.pipeline import Pipeline**

* **Pipeline**: Importa la clase Pipeline, que permite encadenar múltiples transformaciones y estimadores en un solo objeto. Esto facilita la creación de flujos de trabajo complejos, donde puedes aplicar varios pasos a los datos de manera secuencial.

**from sklearn.cluster import MiniBatchKMeans**

* **MiniBatchKMeans**: Importa el algoritmo de clustering MiniBatchKMeans, que es una versión eficiente de K-Means que utiliza pequeños lotes de datos para mejorar el rendimiento y la velocidad, especialmente útil para conjuntos de datos grandes.

**from imblearn.under\_sampling import ClusterCentroids**

* **ClusterCentroids**: Esta técnica utiliza el clustering (como K-Means) para agrupar ejemplos de la clase mayoritaria y luego utiliza los centroides de esos grupos como nuevos ejemplos representativos. Esto ayuda a reducir el tamaño del conjunto de datos mientras se conserva la información.

**from imblearn.under\_sampling import NearMiss**

* **NearMiss**: Esta técnica selecciona ejemplos de la clase mayoritaria para igualar el número de ejemplos de la clase minoritaria, basándose en la proximidad a los ejemplos de la clase minoritaria. Hay diferentes variantes de NearMiss, que difieren en cómo se seleccionan los ejemplos de la clase mayoritaria.

### Resumen

Estas importaciones te permiten trabajar con diferentes técnicas para manejar problemas de clases desbalanceadas en conjuntos de datos. Tanto el submuestreo como el sobremuestreo son estrategias comunes en la preparación de datos para mejorar el rendimiento de modelos de machine learning en situaciones donde hay un desbalance significativo entre las clases.

Algoritmos

**Importando algoritmos de clasificación**

Estas líneas de código importan varios algoritmos de clasificación de la biblioteca scikit-learn:

from sklearn.neighbors import KNeighborsClassifier

* Importa el clasificador **K-Nearest Neighbors** (Vecinos Más Cercanos). Este clasificador se basa en la distancia entre puntos de datos, clasificando un punto de acuerdo con la mayoría de las clases de sus vecinos cercanos.

from sklearn.svm import SVC

* Importa el clasificador de **Máquinas de Vectores de Soporte** (Support Vector Classifier). Este método intenta encontrar el mejor "margen" o línea divisoria entre distintas clases para clasificar los datos.

from sklearn.tree import DecisionTreeClassifier

* Importa el **clasificador de Árbol de Decisión**, un modelo que crea un árbol para dividir los datos en diferentes grupos según características y valores específicos. Muy útil en problemas de clasificación.

from sklearn.tree import DecisionTreeRegressor

* Importa el **regresor de Árbol de Decisión**, similar al clasificador pero usado en problemas de regresión, donde el objetivo es predecir un valor continuo.

from sklearn.tree import export\_text

* Importa la función **export\_text**, que permite visualizar la estructura de un árbol de decisión en formato de texto. Es útil para interpretar y comprender cómo se están tomando las decisiones en el modelo.

from sklearn.ensemble import RandomForestClassifier, AdaBoostClassifier, GradientBoostingClassifier

* Importa varios modelos de ensamble (combinación de múltiples modelos):
  + **RandomForestClassifier**: Un clasificador basado en muchos árboles de decisión que trabajan juntos para mejorar la precisión y reducir el sobreajuste.
  + **AdaBoostClassifier**: Un clasificador que crea múltiples modelos secuenciales, donde cada uno intenta corregir los errores del anterior.
  + **GradientBoostingClassifier**: Un clasificador que también usa múltiples modelos secuenciales, pero mejora la precisión usando gradientes para ajustar cada modelo en base a los errores acumulados.

from sklearn.ensemble import RandomForestRegressor

* Importa el **regresor de Bosque Aleatorio**, similar al clasificador pero enfocado en problemas de regresión. Usa múltiples árboles de decisión para mejorar la precisión y reducir el sobreajuste en regresión.

from sklearn.ensemble import GradientBoostingRegressor

* Importa el **regresor de Gradient Boosting**, una técnica de ensamble para regresión que ajusta múltiples modelos de manera secuencial para minimizar el error.

from sklearn.metrics import make\_scorer

* Importa **make\_scorer**, una función para crear puntuadores personalizados. Esto es útil si deseas evaluar el rendimiento de un modelo usando una métrica que no está incluida en las métricas predefinidas de scikit-learn.

from sklearn.linear\_model import LogisticRegression

* Importa el modelo de **Regresión Logística**, que se usa para problemas de clasificación y estima la probabilidad de una clase usando una función logística.

from sklearn.linear\_model import LinearRegression

* Importa el modelo de **Regresión Lineal**, que se usa en problemas de regresión para modelar la relación lineal entre variables dependientes e independientes.

from sklearn.preprocessing import PolynomialFeatures

* Importa **PolynomialFeatures**, una herramienta para crear nuevas características a partir de las existentes, elevándolas a diferentes potencias. Esto se usa comúnmente para crear modelos de regresión polinómica que ajusten relaciones no lineales entre las variables.

Estos algoritmos se utilizan para construir modelos de clasificación, que pueden predecir la clase de una instancia dada. La elección del algoritmo adecuado depende de las características del conjunto de datos y del problema específico.

**Cargamos las funciones relacionadas**

def analizar\_columnas(df):

* + Define una función llamada analizar\_columnas, que toma un parámetro df, que es un **DataFrame** de pandas. La función analizará cada columna del DataFrame y devolverá un resumen estadístico.

"""

Analiza las columnas de un DataFrame y devuelve información estadística.

Parámetros:

df (DataFrame): El DataFrame a analizar.

Retorno:

Un DataFrame con la información estadística de cada columna.

Ejemplo:

df\_analizado = analizar\_columnas(df)

print(df\_analizado)

"""

* + Esta es una **docstring** o comentario de documentación. Explica qué hace la función, sus parámetros y lo que retorna. También da un ejemplo de uso.

info = []

* + Crea una lista vacía llamada info para almacenar los resultados del análisis de cada columna del DataFrame.

for columna in df.columns:

* + Inicia un bucle for que recorrerá todas las columnas del DataFrame (df.columns).

unicos = df[columna].nunique()

* + Calcula el número de valores únicos en la columna actual usando nunique() y lo guarda en la variable unicos.

nulos = df[columna].isnull().sum()

* + Cuenta cuántos valores nulos (NaN) hay en la columna actual usando isnull().sum() y guarda el resultado en nulos.

total = len(df)

* + Calcula el número total de filas del DataFrame (len(df)) y lo guarda en total.

porcentaje\_nulos = (nulos / total) \* 100

* + Calcula el **porcentaje de valores nulos** en la columna dividiendo el número de nulos (nulos) entre el total de registros (total) y multiplicando por 100. Guarda este porcentaje en porcentaje\_nulos.

info.append({

'Columna': columna,

'Cantidad de registros': total,

'Únicos': unicos,

'Cantidad de nulos': nulos,

'Porcentaje de nulos': porcentaje\_nulos,

'Registros relacionados con nulos': total - nulos

})

* + Agrega un diccionario a la lista info con las estadísticas de la columna actual. Este diccionario contiene:
    - Nombre de la columna.
    - Número total de registros.
    - Cantidad de valores únicos.
    - Cantidad de valores nulos.
    - Porcentaje de valores nulos.
    - Cantidad de registros que no son nulos.

return pd.DataFrame(info)

- Al finalizar el bucle, convierte la lista `info` en un \*\*DataFrame de pandas\*\* y lo devuelve. Este DataFrame contiene el resumen estadístico de cada columna.

**Ruta de datos**

1.path="/content/drive/MyDrive/NASA COURSE/Proyecto predicción cuencas hídricas/1. PROYECTO FINAL INTELIGENCIA ARTIFICIAL/1. BASES DE DATOS SELECCIONADAS/"

Esta línea de código en Python define una variable llamada path y le asigna una cadena de texto que representa una ruta a un directorio en Google Drive.

**Desglose de la ruta:**

* **/content/drive/MyDrive/**: Esta parte inicial indica la raíz de tu Google Drive, donde se almacenan todos tus archivos y carpetas.
* **NASA COURSE/Proyecto predicción cuencas hídricas/**: Esta parte especifica la ruta a una carpeta dentro de tu Google Drive llamada "NASA COURSE" y luego a otra subcarpeta llamada "Proyecto predicción cuencas hídricas".
* **1. PROYECTO FINAL INTELIGENCIA ARTIFICIAL/**: Esta parte indica otra subcarpeta dentro de la carpeta anterior, llamada "1. PROYECTO FINAL INTELIGENCIA ARTIFICIAL".
* **1. BASES DE DATOS SELECCIONADAS/**: Finalmente, esta última parte señala la carpeta donde se encuentran las bases de datos seleccionadas para el proyecto.

**En resumen:**

La variable path apunta a la ubicación exacta de una carpeta en tu Google Drive donde tienes almacenadas las bases de datos que serán utilizadas en un proyecto de predicción de cuencas hídricas utilizando inteligencia artificial.

**Base de datos**

**Explicación de las líneas de código:**

Estas líneas de código en Python, utilizando la biblioteca Pandas, se encargan de leer diferentes archivos de datos climáticos y almacenarlos en DataFrames de Pandas.

1. **precipitacion = pd.read\_csv(path+"Precipitacion Total diaria Manizales 2.csv", encoding='latin1', delimiter=";")**:
   * Lee un archivo CSV llamado "Precipitacion Total diaria Manizales 2.csv" desde la ruta especificada en la variable path.
   * Especifica la codificación latin1 para manejar caracteres especiales.
   * Utiliza el carácter ; como delimitador de campos.
   * Almacena los datos en un DataFrame llamado precipitacion.
2. **temp = pd.read\_csv(path+"Temperatura Maxima Diaria Manizales 2.csv", encoding='latin1', delimiter=";")**:
   * Lee un archivo CSV llamado "Temperatura Maxima Diaria Manizales 2.csv" desde la ruta especificada.
   * Utiliza la codificación latin1 y el delimitador ;.
   * Almacena los datos en un DataFrame llamado temp.
3. **hum = pd.read\_csv(path+"Humedad Relativa Maxima diaria Manizales 2.csv", encoding='latin1', delimiter=";")**:
   * Lee un archivo CSV llamado "Humedad Relativa Maxima diaria Manizales 2.csv" desde la ruta especificada.
   * Utiliza la codificación latin1 y el delimitador ;.
   * Almacena los datos en un DataFrame llamado hum.
4. **vel = pd.read\_csv(path+"Velocidad del Viento Media diaria Manizales 2.csv", encoding='latin1', delimiter=";")**:
   * Lee un archivo CSV llamado "Velocidad del Viento Media diaria Manizales 2.csv" desde la ruta especificada.
   * Utiliza la codificación latin1 y el delimitador ;.
   * Almacena los datos en un DataFrame llamado vel.
5. **nivel = pd.read\_csv(path+"Nivel Medio Diario Manizales 2.csv", encoding='latin1', delimiter=";")**:
   * Lee un archivo CSV llamado "Nivel Medio Diario Manizales 2.csv" desde la ruta especificada.
   * Utiliza la codificación latin1 y el delimitador ;.
   * Almacena los datos en un DataFrame llamado nivel.

**En resumen:**

Estas líneas de código cargan diferentes conjuntos de datos climáticos y de eventos relacionados con el nivel del río, almacenándolos en DataFrames de Pandas para su posterior análisis y procesamiento.

**Limpieza de datos**

**Explicación de las líneas de código**

Estas líneas de código en Python, utilizando la biblioteca Pandas, se encargan de **renombrar** una columna específica en cada uno de los DataFrames que previamente habíamos cargado.

**¿Por qué renombrar columnas?**

* **Claridad:** Al renombrar las columnas con nombres más descriptivos, facilitamos la comprensión del DataFrame y evitamos confusiones.
* **Consistencia:** Asegurar que los nombres de las columnas sean coherentes y estén en un formato estándar es importante para realizar análisis y visualizaciones.
* **Evitar conflictos:** Si diferentes DataFrames tienen columnas con el mismo nombre, renombrarlas evita conflictos al combinar o unir los DataFrames.

**Desglose de cada línea:**

1. **nivel = nivel.rename(columns={'Valor': 'Nivel'})**:
   * Toma el DataFrame nivel y crea una copia con las columnas renombradas.
   * La columna original llamada Valor es renombrada a Nivel.
   * El DataFrame modificado se asigna nuevamente a la variable nivel.
2. **precipitacion = precipitacion.rename(columns={'Valor': 'Precipitacion'})**:
   * Realiza lo mismo que la línea anterior, pero para el DataFrame precipitacion.
   * Renombra la columna Valor a Precipitacion.
3. **temp = temp.rename(columns={'Valor': 'Temperatura'})**:
   * Renombra la columna Valor a Temperatura en el DataFrame temp.
4. **hum = hum.rename(columns={'Valor': 'Humedad'})**:
   * Renombra la columna Valor a Humedad en el DataFrame hum.
5. **vel = vel.rename(columns={'Valor': 'Velocidad'})**:
   * Renombra la columna Valor a Velocidad en el DataFrame vel.

**En resumen:**

Estas líneas de código están estandarizando los nombres de las columnas de los diferentes DataFrames, reemplazando el nombre genérico "Valor" por nombres más descriptivos que reflejan el tipo de dato que contienen (Nivel, Precipitacion, Temperatura, Humedad, Velocidad). Esto hace que el código sea más legible y facilita el trabajo posterior con estos DataFrames.

#Muestra los datos únicos dentro de una variable

1.nivel.Latitud.unique()

**nivel.Latitud.unique()**

Esta línea de código en Python, utilizando la biblioteca Pandas, realiza una operación específica sobre un DataFrame de datos llamado nivel. Vamos a desglosarla paso a paso:

**1. nivel:**

* **DataFrame:** Representa una estructura de datos tabular, similar a una hoja de cálculo, que contiene los datos relacionados con el nivel de algún elemento (posiblemente el nivel de un río, según el contexto).

**2. nivel.Latitud:**

* **Acceso a una columna:** Latitud es el nombre de una columna dentro del DataFrame nivel. Al escribir nivel.Latitud, estamos accediendo específicamente a los datos contenidos en esa columna. Esta columna probablemente contiene los valores de latitud geográfica para cada registro en el DataFrame.

**3. .unique():**

* **Método para encontrar valores únicos:** El método unique() es una función de Pandas que se aplica a una serie (una columna de un DataFrame) y devuelve un array con los valores únicos presentes en esa serie. En otras palabras, esta función elimina los valores duplicados y te muestra solo una vez cada valor distinto que aparece en la columna.

**En resumen:**

La línea de código nivel.Latitud.unique() está haciendo lo siguiente:

* **Tomando el DataFrame nivel:** Seleccionando el conjunto de datos completo.
* **Accediendo a la columna Latitud:** Enfocándose en los valores de latitud geográfica.
* **Encontrando los valores únicos:** Identificando todas las latitudes distintas que aparecen en los datos.

### # Después de analizar cuáles columnas no nos interesan, las eliminamos

nivel.drop(columns=['Latitud', 'Longitud', 'Altitud', 'Categoria', 'Entidad', 'AreaOperativa', 'Departamento', 'Municipio',

'FechaInstalacion', 'FechaSuspension', 'IdParametro', 'Etiqueta', 'DescripcionSerie', 'Frecuencia',

'Grado', 'Calificador', 'NivelAprobacion'], inplace=True)

1. **nivel.drop(...)**:
   * Este es el método drop de un DataFrame de pandas. Se utiliza para eliminar filas o columnas del DataFrame. En este caso, se está utilizando para eliminar columnas.
2. **columns=[...]**:
   * Se especifica el parámetro columns para indicar que se desean eliminar columnas en lugar de filas. Se pasa una lista de nombres de columnas que se desean eliminar del DataFrame nivel.
3. **['Latitud', 'Longitud', 'Altitud', 'Categoria', 'Entidad', 'AreaOperativa', 'Departamento', 'Municipio', 'FechaInstalacion', 'FechaSuspension', 'IdParametro', 'Etiqueta', 'DescripcionSerie', 'Frecuencia', 'Grado', 'Calificador', 'NivelAprobacion']**:
   * Esta es la lista de nombres de las columnas que se desean eliminar del DataFrame. Las columnas incluyen información geográfica (como Latitud, Longitud, Altitud) y detalles administrativos o de metadatos (como Categoria, Entidad, AreaOperativa, etc.). Se puede inferir que estas columnas no son relevantes para el análisis que estás realizando.
4. **inplace=True**:
   * Este parámetro indica que la operación debe realizarse en el mismo DataFrame nivel en lugar de crear una copia del mismo. Al establecer inplace=True, se modifica el DataFrame original directamente y no se devuelve un nuevo DataFrame. Si fuera inplace=False (el valor por defecto), tendrías que asignar el resultado a una nueva variable para mantener los cambios.

### Resumen

Este código elimina un conjunto específico de columnas del DataFrame nivel que no son necesarias para el análisis. Esto es un paso común en la preparación de datos, donde se eliminan características que no contribuyen al modelo o al análisis que se está llevando a cabo. Al limpiar el conjunto de datos de esta manera, puedes mejorar la eficiencia del procesamiento y el rendimiento del modelo.

**# Estandarizamos los formatos de fecha en todas las bases de datos**

Estas líneas de código están convirtiendo las columnas de fechas en diferentes DataFrames para que todas tengan el mismo formato y sean fáciles de manipular.

1. **nivel['Fecha'] = pd.to\_datetime(nivel['Fecha'], format='%Y-%m-%d %H:%M')**:
   * Aquí se está tomando la columna Fecha del DataFrame nivel y convirtiéndola al tipo de dato datetime usando la función pd.to\_datetime() de la biblioteca pandas.
   * El parámetro format='%Y-%m-%d %H:%M' especifica el formato de la fecha que ya existe en la columna:
     + %Y es el año en 4 dígitos,
     + %m es el mes en 2 dígitos,
     + %d es el día en 2 dígitos,
     + %H:%M representa la hora y minutos.
2. **precipitacion['Fecha'] = pd.to\_datetime(precipitacion['Fecha'], format='%m/%d/%Y')**:
   * En esta línea, se está convirtiendo la columna Fecha del DataFrame precipitacion a un formato de fecha.
   * El formato aquí es '%m/%d/%Y', donde:
     + %m es el mes en 2 dígitos,
     + %d es el día en 2 dígitos,
     + %Y es el año en 4 dígitos.
3. **temp['Fecha'] = pd.to\_datetime(temp['Fecha'], format='%m/%d/%Y')**:
   * Similar al paso anterior, esta línea convierte la columna Fecha del DataFrame temp al formato de fecha '%m/%d/%Y'.
4. **hum['Fecha'] = pd.to\_datetime(hum['Fecha'], format='%m/%d/%Y')**:
   * Esta línea convierte la columna Fecha del DataFrame hum al mismo formato de fecha '%m/%d/%Y'.
5. **vel['Fecha'] = pd.to\_datetime(vel['Fecha'], format='%m/%d/%Y')**:
   * Esta última línea convierte la columna Fecha del DataFrame vel también al formato de fecha '%m/%d/%Y'.

En resumen, estas líneas estandarizan el formato de las fechas en varias bases de datos para que tengan un tipo de dato consistente y faciliten el análisis de datos y la comparación entre ellas.

**# llevamos las variables que nos interesan a la base de datos principal usando como llave la variable fecha**

1. **df1 = pd.merge(nivel, precipitacion[['Fecha', 'Precipitacion']], how='left', on=['Fecha'])**:
   * Esta línea usa la función pd.merge() de pandas para combinar dos DataFrames: nivel y precipitacion.
   * Estamos tomando solo las columnas Fecha y Precipitacion del DataFrame precipitacion.
   * El parámetro how='left' indica que queremos realizar una *combinación izquierda* (left join), lo que significa que mantendremos todas las filas de nivel y agregaremos la columna Precipitacion de precipitacion en función de las coincidencias en la columna Fecha.
   * El parámetro on=['Fecha'] especifica que la combinación se hace usando la columna Fecha como clave.
   * El resultado se guarda en el nuevo DataFrame df1.
2. **df2 = pd.merge(df1, temp[['Fecha', 'Temperatura']], how='left', on=['Fecha'])**:
   * Esta línea combina df1 y el DataFrame temp, tomando únicamente las columnas Fecha y Temperatura de temp.
   * La combinación sigue siendo una *combinación izquierda* (left join) basada en la columna Fecha.
   * El resultado se guarda en el nuevo DataFrame df2, que ahora incluye la información de Temperatura en función de Fecha.
3. **df3 = pd.merge(df2, hum[['Fecha', 'Humedad']], how='left', on=['Fecha'])**:
   * Esta línea combina df2 y el DataFrame hum, utilizando solo las columnas Fecha y Humedad de hum.
   * Nuevamente, es una *combinación izquierda* y se basa en la columna Fecha.
   * El resultado se almacena en df3, que ahora incluye la columna Humedad basada en la fecha.
4. **df4 = pd.merge(df3, vel[['Fecha', 'Velocidad']], how='left', on=['Fecha'])**:
   * Finalmente, esta línea combina df3 y el DataFrame vel, utilizando solo las columnas Fecha y Velocidad de vel.
   * La combinación es también una *combinación izquierda* basada en Fecha.
   * El resultado final se almacena en df4, que ahora contiene las columnas Precipitacion, Temperatura, Humedad y Velocidad, todas alineadas por la variable Fecha.

En resumen, estas líneas combinan las variables seleccionadas de diferentes DataFrames en uno solo, usando la fecha como clave para unir los datos en una sola tabla principal (df4).

1. **df4['day'] = pd.DatetimeIndex(df4['Fecha']).day**:
   * Esta línea crea una nueva columna llamada day en el DataFrame df4.
   * pd.DatetimeIndex(df4['Fecha']).day convierte la columna Fecha en un índice de fecha y extrae el día del mes de cada fecha.
   * El valor del día de cada fecha se almacena en la columna day.
2. **df4['month'] = pd.DatetimeIndex(df4['Fecha']).month**:
   * Esta línea crea otra columna nueva llamada month en el DataFrame df4.
   * pd.DatetimeIndex(df4['Fecha']).month convierte la columna Fecha en un índice de fecha y extrae el mes de cada fecha.
   * El valor del mes de cada fecha se almacena en la columna month.
3. **df4.head(32)**:
   * Este comando muestra las primeras 32 filas del DataFrame df4.
   * head() es una función que permite ver las primeras filas de un DataFrame, y al especificar 32, estamos indicando que queremos ver las primeras 32 filas.

En conjunto, estas líneas extraen los días y meses de cada fecha en Fecha y los almacenan en columnas separadas (day y month), luego muestran las primeras 32 filas del DataFrame resultante.

**Verificar la forma de los datos**

**print(f"Forma de los datos (filas, columnas): {df4.shape}")**

1. **df4.shape**:
   * shape es un atributo de los DataFrames en pandas que devuelve una tupla con dos valores: el número de filas y el número de columnas del DataFrame. Por ejemplo, si df4 tiene 100 filas y 10 columnas, df4.shape devolverá (100, 10).
2. **print(f"...")**:
   * Este es un *f-string*, una forma de crear cadenas de texto que permite insertar variables directamente dentro del texto usando {}.
   * Dentro del f-string, {df4.shape} se sustituirá por el valor de df4.shape, mostrando así el tamaño del DataFrame en filas y columnas.

En conjunto, esta línea imprime en la consola un mensaje con la forma (dimensiones) del DataFrame df4, indicando cuántas filas y columnas tiene. Por ejemplo, el mensaje podría ser: Forma de los datos (filas, columnas): (100, 10).

**Verificar los datos de cada columna**

**# @title verificar los tipos de datos de cada columna**

1. **print("\nTipos de datos por columna:")**:
   * print() es una función que muestra un texto en la consola.
   * El texto "\nTipos de datos por columna:" incluye \n, que representa un salto de línea para que el mensaje se muestre en una nueva línea.
   * Este mensaje es solo informativo, indicando que a continuación se mostrarán los tipos de datos de cada columna.
2. **print(df4.dtypes)**:
   * df4.dtypes es un atributo de los DataFrames en pandas que devuelve el tipo de datos de cada columna (por ejemplo, int64, float64, object, datetime64[ns], etc.).
   * print(df4.dtypes) muestra en la consola los tipos de datos de todas las columnas de df4.

En resumen, estas líneas imprimen un mensaje y luego los tipos de datos de cada columna en el DataFrame df4. Esto es útil para verificar que cada columna tenga el tipo de dato esperado.

**Contar los valores únicos por columna**

**#@title Contar los valores únicos por columna**

1. **print("\nValores únicos por columna:")**:
   * print() es una función que muestra texto en la consola.
   * "\nValores únicos por columna:" incluye \n (un salto de línea) para que el mensaje aparezca en una nueva línea.
   * Este mensaje es informativo, indicando que a continuación se mostrará el conteo de valores únicos por columna.
2. **print(df4.nunique())**:
   * df4.nunique() es un método de pandas que devuelve la cantidad de valores únicos en cada columna de df4.
   * nunique() calcula la cantidad de valores distintos en cada columna.
   * print(df4.nunique()) muestra estos resultados en la consola, indicando cuántos valores únicos hay en cada columna del DataFrame.

En resumen,

estas líneas imprimen un mensaje y luego muestran la cantidad de valores distintos (únicos) en cada columna de df4. Esto es útil para entender la variedad de datos en cada columna y detectar posibles datos repetidos.

**Verifica si hay datos faltantes**

**#@title Verificar si hay datos faltantes**

1. **print("\nDatos faltantes por columna:")**:
   * print() es una función que muestra un texto en la consola.
   * "\nDatos faltantes por columna:" incluye \n (un salto de línea) para que el mensaje aparezca en una nueva línea.
   * Este mensaje es informativo y sirve para indicar que se va a mostrar la cantidad de valores faltantes por columna.
2. **print(df4.isnull().sum())**:
   * df4.isnull() genera un DataFrame booleano donde cada valor es True si el valor correspondiente en df4 es nulo (falta) o False si no lo es.
   * .sum() suma los valores True (nulos) en cada columna, lo que da como resultado la cantidad total de datos faltantes en cada una.
   * print(df4.isnull().sum()) muestra estos conteos en la consola.

En resumen

, estas líneas imprimen un mensaje y luego muestran la cantidad de datos faltantes en cada columna de df4. Esto es útil para identificar qué columnas tienen datos incompletos.

**Verificación de los campos con relación a la base de datos almacenada en formato csv**

**# @title Verificación de los campos con relación a la composición de la base de dato almacenada en formato CSV**

1. **df\_analizado = analizar\_columnas(df4):**
   * analizar\_columnas(df4) llama a una función llamada analizar\_columnas, pasando el DataFrame df4 como argumento.
   * Esta función analizar\_columnas (que debe haber sido definida antes) probablemente realiza algún análisis específico en las columnas de df4, como obtener estadísticas, tipos de datos, valores únicos, o valores faltantes.
   * El resultado de esta función se asigna a una nueva variable llamada df\_analizado, que parece ser también un DataFrame.
2. **df\_analizado**:
   * Esta línea simplemente escribe df\_analizado, lo cual en un entorno interactivo de Python (como Jupyter Notebook) mostrará el contenido de df\_analizado en la salida.

En resumen, estas líneas ejecutan la función analizar\_columnas sobre el DataFrame df4, guardan el resultado en df\_analizado y luego muestran el contenido de df\_analizado.

**Realizamos descriptiva estadistica**

**# @title Realizamos la descriptiva estadística**

1. **df4.describe()**:
   * describe() es un método de pandas que genera un resumen estadístico de las columnas numéricas en un DataFrame.
   * Este resumen incluye varias estadísticas descriptivas, tales como:
     + **count**: el número de valores no nulos en cada columna.
     + **mean**: la media (promedio) de los valores en cada columna.
     + **std**: la desviación estándar, que mide la dispersión de los datos en relación a la media.
     + **min**: el valor mínimo en cada columna.
     + **25%**: el primer cuartil (el valor bajo el cual se encuentra el 25% de los datos).
     + **50%**: la mediana (el valor medio que divide a los datos en dos mitades).
     + **75%**: el tercer cuartil (el valor bajo el cual se encuentra el 75% de los datos).
     + **max**: el valor máximo en cada columna.

El resultado de df4.describe() será una tabla que muestra estas estadísticas para todas las columnas numéricas del DataFrame df4, lo cual es útil para entender la distribución y las características generales de los datos en df4.

**Análisis exploratorio de los datos de EDA**

**# @title Análisis exploratorio de datos (EDA)**

**#Configurar las opciones de visualizacion Sweetviz**

1. **sw.config\_parser.read\_string(""" ... """)**:
   * Esta línea configura las opciones de visualización para el paquete Sweetviz, que es una biblioteca de Python para el análisis exploratorio de datos (EDA).
   * read\_string(""" ... """) lee una cadena de texto que contiene varias configuraciones. Dentro de esta cadena, se establecen opciones como el diseño del HTML, la escala del contenido, y la configuración del ancho y alto de la visualización en un cuaderno de Jupyter.
   * Las opciones incluidas son:
     + **html\_layout**: establece el diseño del archivo HTML como "widescreen".
     + **html\_scale**: define la escala del HTML en 1.0.
     + **notebook\_layout**: también establece el diseño en "widescreen" para notebooks.
     + **notebook\_scale**: define la escala del notebook en 0.9.
     + **notebook\_width**: establece el ancho del notebook en 100%.
     + **notebook\_height**: establece la altura del notebook en 700.
     + **show\_logo**: desactiva la visualización del logo.
2. **nombre = 'Cuencas'**:
   * Aquí se asigna la cadena 'Cuencas' a la variable nombre, que probablemente se usará como título o nombre del conjunto de datos en el análisis.
3. **advert\_report = sw.analyze([df4, nombre])**:
   * Esta línea llama a la función analyze() de Sweetviz, que realiza el análisis exploratorio de datos en el DataFrame df4.
   * Se pasa una lista que contiene el DataFrame y el nombre asociado ('Cuencas').
   * El resultado del análisis se almacena en la variable advert\_report.
4. **advert\_report.show\_html('EDA\_df.html')**:
   * Esta línea genera un reporte en formato HTML del análisis realizado y lo guarda con el nombre 'EDA\_df.html'.
   * show\_html() crea y guarda el archivo HTML en el directorio de trabajo.
5. **almacenar\_archivo = input('Alamcenar archivo Si o No: ').title()**:
   * Esta línea solicita al usuario que ingrese una respuesta sobre si desea almacenar el archivo HTML. La respuesta se almacena en la variable almacenar\_archivo.
   * title() transforma la entrada del usuario para que la primera letra de cada palabra esté en mayúscula (por ejemplo, "Si" o "No").
6. **if almacenar\_archivo == 'Si':**:
   * Esta línea inicia una condición que verifica si el usuario ha respondido "Si".
7. **files.download('/content/EDA\_df.html')**:
   * Si la condición anterior se cumple (el usuario respondió "Si"), esta línea utiliza la función download() del módulo files para descargar el archivo 'EDA\_df.html' en el sistema del usuario.

En resumen, este código configura las opciones de visualización para Sweetviz, realiza un análisis exploratorio de datos sobre el DataFrame df4, genera un informe en HTML, y ofrece al usuario la opción de descargar ese informe.

**# borramos los registros con datos faltantes de precipitación, temperatura y humedad**

**df4.dropna(subset=['Precipitacion', 'Temperatura', 'Humedad'], inplace=True)**

se utiliza para eliminar filas del DataFrame df4 que contengan valores nulos (faltantes) en ciertas columnas. Aquí tienes la explicación en español:

1. **df4.dropna(...)**:
   * dropna() es un método de pandas que se utiliza para eliminar filas (o columnas) que contienen valores nulos.
2. **subset=['Precipitacion', 'Temperatura', 'Humedad']**:
   * El parámetro subset especifica una lista de columnas en las que se debe verificar la existencia de valores nulos.
   * En este caso, se están revisando las columnas Precipitacion, Temperatura y Humedad.
   * Esto significa que solo se eliminarán las filas donde al menos uno de estos tres valores sea nulo.
3. **inplace=True**:
   * Este parámetro indica que la operación se debe realizar directamente en el DataFrame original (df4), en lugar de devolver una copia modificada.
   * Al establecer inplace=True, se actualiza df4 eliminando las filas con valores nulos en las columnas especificadas sin necesidad de crear un nuevo DataFrame.

En resumen, esta línea elimina las filas del DataFrame df4 que tienen valores faltantes en las columnas Precipitacion, Temperatura y Humedad, asegurando que solo queden las filas con datos completos en esas columnas.

**# codificamos las variables day y month**

**#Target encoding**

**#encoder = ce.TargetEncoder(cols=['day', 'month'])**

**#df4[['day', 'month']] = encoder.fit\_transform(df4[['day', 'month']], df4['Nivel'])**

**#Leave one out encoding**

1. **encoder = ce.LeaveOneOutEncoder(cols=['day', 'month'])**:
   * Se crea una instancia de un codificador llamado LeaveOneOutEncoder de la biblioteca category\_encoders (importada como ce). Este codificador se utiliza para transformar las columnas categóricas day y month en variables numéricas.
   * cols=['day', 'month'] indica que se están seleccionando las columnas day y month para aplicar la codificación.
2. **df4[['day', 'month']] = encoder.fit\_transform(df4[['day', 'month']], df4['Nivel'])**:
   * Esta línea aplica el codificador LeaveOneOutEncoder a las columnas day y month del DataFrame df4.
   * fit\_transform() realiza dos operaciones: primero ajusta el codificador a los datos y luego transforma las columnas especificadas.
   * df4[['day', 'month']] indica que los resultados de la transformación se almacenarán nuevamente en las columnas day y month del DataFrame.
   * df4['Nivel'] se utiliza como la variable objetivo para la codificación, lo que significa que el codificador considera cómo los valores de day y month se relacionan con los valores en la columna Nivel durante el proceso de codificación.

En resumen, estas líneas de código utilizan el codificador de "Leave One Out" para transformar las variables categóricas day y month en representaciones numéricas en función de su relación con la variable objetivo Nivel, y luego reemplazan los valores originales de esas columnas en el DataFrame df4 con los nuevos valores codificados.

**# separamos caracteristicas y etiquetas**

1. **X, y = df4[['Precipitacion', 'Temperatura', 'Humedad', 'day', 'month']].values, df4['Nivel'].values**:
   * Esta línea separa las características (o variables independientes) y las etiquetas (o variable dependiente) del DataFrame df4.
   * df4[['Precipitacion', 'Temperatura', 'Humedad', 'day', 'month']] selecciona las columnas que se utilizarán como características, que en este caso son Precipitacion, Temperatura, Humedad, day y month.
   * .values convierte el DataFrame resultante en un array de NumPy, que se asigna a X.
   * df4['Nivel'] selecciona la columna Nivel, que es la variable objetivo (o etiqueta).
   * .values también convierte esta columna en un array de NumPy, que se asigna a y.
   * En resumen, X contiene las características y y contiene las etiquetas.
2. **print('Features:', X[:10], '\nLabels:', y[:10], sep='\n')**:
   * Esta línea imprime en la consola las primeras diez filas de las características y las etiquetas.
   * 'Features:' es una cadena que se imprime antes de mostrar los valores de X.
   * X[:10] selecciona las primeras diez filas del array X.
   * '\nLabels:' es otra cadena que se imprime después de un salto de línea, antes de mostrar las etiquetas.
   * y[:10] selecciona las primeras diez filas del array y.
   * sep='\n' especifica que cada parte de la impresión debe separarse por un salto de línea.

En resumen, estas líneas de código separan las características y etiquetas del DataFrame df4, y luego imprimen las primeras diez filas de cada uno para que el usuario pueda ver un vistazo de los datos que se están utilizando.

**Seleccionar solo las columnas numéricas del dataframe**

**#@title Seleccionar solo las columnas numéricas del DataFrame**

1. **numeric\_cols = df4[['Precipitacion', 'Temperatura', 'Humedad', 'day', 'month']].select\_dtypes(include=['number'])**:
   * Esta línea selecciona solo las columnas numéricas del DataFrame df4.
   * df4[['Precipitacion', 'Temperatura', 'Humedad', 'day', 'month']] selecciona las columnas especificadas.
   * .select\_dtypes(include=['number']) filtra estas columnas, devolviendo solo aquellas que contienen datos numéricos. El resultado se asigna a la variable numeric\_cols.
2. **conf\_matrix = numeric\_cols.corr()**:
   * Esta línea calcula la matriz de correlación para las columnas numéricas seleccionadas.
   * numeric\_cols.corr() devuelve un nuevo DataFrame que muestra la correlación entre cada par de columnas numéricas en numeric\_cols.
   * La matriz de correlación mide la relación lineal entre las variables, con valores que van de -1 a 1, donde 1 indica una correlación positiva perfecta, -1 indica una correlación negativa perfecta, y 0 indica que no hay correlación.
3. **conf\_matrix**:
   * Esta línea simplemente devuelve el DataFrame conf\_matrix, que contiene la matriz de correlación calculada. En un entorno interactivo como Jupyter Notebook, esto mostrará la matriz en la salida.

En resumen, este código selecciona las columnas numéricas del DataFrame df4, calcula la matriz de correlación entre ellas, y luego muestra el resultado, lo que es útil para analizar las relaciones entre las variables numéricas.

**Visualización de la correlación entre variables numéricas**

**# @title Visualización de la correlación entre variables numéricas**

plt.figure(figsize=(12, 10)): Esta línea crea una figura de tamaño 12x10 (ancho por alto) usando Matplotlib. Esto define el área sobre la cual se dibujará el gráfico.

sns.heatmap(conf\_matrix, annot=True, cmap='coolwarm', fmt=".2f"):

* sns.heatmap(...) crea un mapa de calor (heatmap) usando la librería Seaborn.
* conf\_matrix es la matriz de confusión (o cualquier matriz de datos que estás visualizando).
* annot=True muestra los valores numéricos dentro de cada celda de la matriz.
* cmap='coolwarm' define la escala de colores, que en este caso usa una paleta de colores de "frío a cálido".
* fmt=".2f" establece el formato de los números dentro de las celdas, mostrando dos decimales.

plt.title('Matriz de Correlación'): Esta línea agrega un título a la gráfica, en este caso, “Matriz de Correlación”.

plt.show(): Muestra la figura generada en pantalla.
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### . ¿Qué es una matriz de correlación?

Una **matriz de correlación** es una tabla que muestra los coeficientes de correlación entre múltiples variables. Cada celda de la matriz contiene el coeficiente de correlación entre dos variables, que puede ir de **-1** a **1**. Este coeficiente indica la relación entre las variables de la siguiente manera:

* **1** significa **correlación positiva perfecta**: cuando una variable aumenta, la otra también aumenta en la misma proporción.
* **0** significa **sin correlación**: no hay una relación lineal directa entre las dos variables.
* **-1** significa **correlación negativa perfecta**: cuando una variable aumenta, la otra disminuye en la misma proporción.

### 2. Interpretación de los colores en el mapa de calor

El mapa de calor utiliza una escala de colores para representar visualmente estos coeficientes:

* Los colores **rojos** (en este caso, de intensidad media a alta) indican una **correlación positiva** (coeficientes positivos).
* Los colores **azules** (de intensidad media a alta) indican una **correlación negativa** (coeficientes negativos).
* Los colores **neutros** (como los tonos blancos o grises) indican **correlaciones cercanas a cero**, lo que sugiere una relación muy débil o nula entre las variables.

### 3. Análisis de las correlaciones entre variables específicas

Veamos en detalle las relaciones que aparecen en la matriz:

#### Precipitación

* La **precipitación** muestra una correlación negativa moderada con la **temperatura** (-0.32). Esto sugiere que, en general, cuando la temperatura baja, la precipitación tiende a aumentar, o viceversa, aunque esta relación no es extremadamente fuerte.
* También hay una correlación positiva moderada con la **humedad** (0.33), lo que indica que cuando aumenta la humedad, la precipitación tiende a ser más alta.
* La correlación con las variables day y month es débil (cercana a 0), lo que indica que la precipitación no tiene una relación significativa con el día o el mes en este conjunto de datos.

#### Temperatura

* La **temperatura** tiene una correlación negativa significativa con la **humedad** (-0.51). Esto implica que en días con temperaturas más altas, la humedad tiende a ser más baja, lo cual es coherente con condiciones climáticas típicas.
* La correlación con las variables day y month es baja, especialmente con day, lo que sugiere que la temperatura no varía de manera sistemática con el día en este conjunto de datos, aunque puede variar ligeramente con el mes (-0.24).

#### Humedad

* La **humedad** tiene una correlación moderada y positiva con la **precipitación** (0.33), lo cual tiene sentido porque días con más humedad pueden facilitar la formación de lluvias.
* Al igual que con las otras variables, la **humedad** no muestra una correlación significativa con day o month, lo que sugiere que estos valores no influyen mucho en los niveles de humedad.

#### day y month

* Estas variables (day y month) tienen una correlación débil con las otras variables climáticas (precipitación, temperatura y humedad), indicando que no están fuertemente relacionadas con las condiciones meteorológicas en este conjunto de datos.
* La correlación entre day y month es ligeramente negativa (-0.13), lo que puede deberse a cómo están distribuidos los datos en tu conjunto, pero no representa una relación de interés climática.

**Visualizar la varianza de las variables numéricas con numeric\_cols.var() en barra y líneas juntas**

**#@title visualizar la varianza de las variables numéricas con numeric\_cols.var() en barras y en linea juntas**

### variance = numeric\_cols.var()

Esta línea calcula la varianza de cada columna numérica en numeric\_cols. La varianza mide la dispersión de los datos; es decir, qué tan lejos están los valores de una variable respecto a su media. Cuanto mayor sea la varianza, mayor es la dispersión de los datos.

### # Crear Gráfico de Barras

Este bloque de código crea un gráfico de barras para visualizar la varianza de cada variable numérica:

* plt.figure(figsize=(10, 6)) establece el tamaño del gráfico.
* plt.bar(variance.index, variance.values) crea las barras donde:
  + variance.index representa los nombres de las variables numéricas en el eje X.
  + variance.values representa los valores de la varianza en el eje Y.
* plt.title('Varianza de las variables numéricas (Barras)') añade un título al gráfico.
* plt.xlabel('Variables') y plt.ylabel('Varianza') etiquetan los ejes.
* plt.xticks(rotation=90) rota los nombres de las variables en el eje X 90 grados para mejorar la legibilidad.
* plt.show() muestra el gráfico en pantalla.

### # Crear Gráfico de Línea

Este bloque de código crea un gráfico de línea para visualizar la varianza:

* plt.plot(variance.index, variance.values) crea la línea donde:
  + variance.index representa los nombres de las variables numéricas en el eje X.
  + variance.values representa los valores de la varianza en el eje Y.
* plt.title('Varianza de las variables numéricas (Línea)') añade un título al gráfico.
* plt.xlabel('Variables') y plt.ylabel('Varianza') etiquetan los ejes.
* plt.xticks(rotation=90) rota los nombres de las variables en el eje X 90 grados.
* plt.show() muestra el gráfico.

### Comparación de ambos gráficos

* **Gráfico de Barras**: Es útil para ver la magnitud de la varianza de cada variable individualmente y comparar visualmente entre ellas.
* **Gráfico de Línea**: Permite ver tendencias de varianza de manera más continua, especialmente si las variables están organizadas en un orden lógico.

Estos dos gráficos juntos ofrecen una visión complementaria de la dispersión en tus datos, ayudándote a identificar variables que tienen una mayor o menor variabilidad.

![](data:image/png;base64,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)

En esta gráfica de barras, se muestra la **varianza** de cada variable numérica de tu conjunto de datos. La varianza refleja cuánto varían los valores de cada variable respecto a su media; cuanto mayor sea la varianza, mayor es la dispersión de los datos.

### Interpretación de cada barra:

1. **Precipitación**: Tiene la mayor varianza, con un valor de alrededor de 80. Esto indica que los valores de la precipitación en tu conjunto de datos están muy dispersos en torno a su media. Es la variable con más variabilidad entre todas.
2. **Humedad**: Tiene una varianza considerable, pero significativamente menor que la de la precipitación. Esto sugiere que los valores de humedad también presentan una dispersión considerable, aunque menor que la precipitación.
3. **Temperatura** y **day**: Estas variables muestran una varianza muy baja, cercana a 0. Esto indica que sus valores son bastante constantes en el conjunto de datos y apenas varían respecto a su media. La baja variabilidad puede indicar que la temperatura tiene valores similares a lo largo del periodo analizado, y lo mismo ocurre con el día, que podría estar en una escala discreta con poco rango.
4. **month**: La varianza de month es menor que la de humedad pero superior a la de temperatura y day. Esto sugiere que los valores de month varían en cierto grado, pero no tanto como la precipitación o la humedad. Esto es esperable si month representa los meses del año, que tienen un rango limitado.

### Conclusión general

La gráfica sugiere que la **precipitación** es la variable con mayor dispersión en tus datos, seguida de la **humedad**. Las otras variables tienen una varianza mucho menor, indicando que sus valores son más consistentes o presentan menor variabilidad. Esta información es útil para entender cómo se comportan las diferentes variables en el conjunto y para tomar decisiones sobre su relevancia en análisis posteriores.
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En esta gráfica de línea se muestra la **varianza** de cada variable numérica en tu conjunto de datos, lo que permite visualizar la dispersión de cada variable respecto a su media. La variación en los valores de cada variable se representa en el eje Y, mientras que las variables están dispuestas en el eje X.

### Análisis de la gráfica:

1. **Pico alto en Precipitación**: La **precipitación** muestra la varianza más alta, lo que indica que esta variable tiene la mayor dispersión en los datos, es decir, sus valores fluctúan ampliamente respecto a su media.
2. **Valle en Temperatura**: La **temperatura** tiene una varianza muy baja, cercana a cero, lo cual sugiere que los valores de temperatura no varían mucho. Es decir, la temperatura es bastante constante en el conjunto de datos.
3. **Pico medio en Humedad**: La **humedad** tiene una varianza significativa (menor que la de precipitación, pero considerable). Esto implica que la humedad presenta una dispersión moderada, por lo que hay cierta variación en sus valores.
4. **Valle en day**: Similar a la temperatura, el **día** (day) muestra una varianza muy baja, lo que sugiere que sus valores también son bastante constantes. Esto es esperable si el valor de day está limitado a un rango de días en el mes y no varía mucho en un análisis climático.
5. **Aumento en month**: La **variable month** muestra una varianza mayor que day y temperatura, aunque sigue siendo menor que la de precipitación y humedad. Esto refleja que hay algo de variación en los meses representados, pero dentro de un rango limitado (probablemente de 1 a 12).

### Conclusión general

Esta gráfica de línea permite ver una tendencia clara: **precipitación** y **humedad** son las variables con mayor variabilidad en los datos, mientras que **temperatura** y **day** tienen poca o nula variación. Esto puede ayudarte a identificar qué variables tienen más cambios y podrían ser más influyentes en análisis de predicción o modelado.

**# Dividimos los datos 70%-30% en datos de entrenamiento y datos de pruebas**

Este código divide el conjunto de datos en dos partes: **datos de entrenamiento** (70%) y **datos de prueba** (30%). La división es aleatoria, pero se utiliza una semilla (o estado aleatorio) con random\_state=0 para asegurar que la división sea la misma cada vez que se ejecuta el código.

### Explicación detallada

1. **División de los datos**  
   X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size=0.30, random\_state=0)
   * train\_test\_split(X, y, test\_size=0.30, random\_state=0):
     + X y y son las variables de entrada y salida, respectivamente.
     + test\_size=0.30 indica que el 30% de los datos se destinará para pruebas y el 70% para entrenamiento.
     + random\_state=0 fija una semilla para la aleatoriedad, garantizando que los datos se dividan de la misma manera cada vez que se ejecute el código.
   * La función devuelve cuatro subconjuntos:
     + X\_train y y\_train contienen los datos de entrenamiento para las variables de entrada y salida.
     + X\_test y y\_test contienen los datos de prueba para las variables de entrada y salida.
2. **Impresión del tamaño de los subconjuntos**  
   print('Datos de entrenamiento: %d rows\nDatos de prueba: %d rows' % (X\_train.shape[0], X\_test.shape[0]))
   * X\_train.shape[0] obtiene el número de filas en los datos de entrenamiento.
   * X\_test.shape[0] obtiene el número de filas en los datos de prueba.
   * Finalmente, imprime el número de filas de cada subconjunto, lo cual te permite verificar que la división de datos se realizó correctamente (70% para entrenamiento y 30% para pruebas).

# Entrenamiento del modelo

En este código, estás entrenando un modelo de **regresión lineal** con los datos de entrenamiento que dividiste previamente. La regresión lineal es un modelo de aprendizaje supervisado que encuentra la mejor línea recta que minimiza el error entre las predicciones y los datos reales.

### 

model = LinearRegression().fit(X\_train, y\_train)

* + LinearRegression(): Crea una instancia del modelo de regresión lineal de la biblioteca sklearn.
  + .fit(X\_train, y\_train): Ajusta el modelo de regresión lineal usando los datos de entrenamiento (X\_train para las variables independientes y y\_train para la variable dependiente).
  + Al entrenar el modelo, este aprende la relación entre las variables de entrada (X\_train) y la salida (y\_train), calculando los coeficientes de la línea recta que mejor ajusta los datos.

1. **Impresión del modelo entrenado**  
   print(model)
   * Este print muestra una descripción básica del modelo entrenado. No proporciona información detallada sobre los coeficientes o la precisión, pero confirma que el modelo ha sido entrenado con éxito.

### ¿Qué puedes hacer después?

Después de entrenar el modelo, puedes:

* Evaluar su rendimiento en los datos de prueba (X\_test y y\_test) para ver qué tan bien generaliza a nuevos datos.
* Examinar los coeficientes y la intersección (pendiente y ordenada al origen) del modelo para entender la influencia de cada variable en la predicción.

**Evaluación del modelo entrenado**

**# Generamos las predicciones con los datos de prueba**

Este código genera predicciones usando el modelo de regresión lineal entrenado y las compara con los valores reales de las etiquetas de los datos de prueba. Aquí tienes una explicación detallada:

predictions = model.predict(X\_test)

* + model.predict(X\_test): Usa el modelo entrenado para hacer predicciones con los datos de prueba X\_test.
  + El resultado es un arreglo (predictions) que contiene las etiquetas predichas para cada instancia en X\_test.

1. **Ajuste de opciones de impresión**  
   np.set\_printoptions(suppress=True)
   * Esta línea configura las opciones de impresión de NumPy para suprimir la notación científica, de modo que los valores se muestren en formato decimal normal (útil para mejorar la legibilidad de los resultados).
2. **Impresión de predicciones y etiquetas reales**  
   print('Etiquetas predichas: ', np.round(predictions)[:10])

print('Etiquetas actuales : ', y\_test[:10])

* + np.round(predictions)[:10]: Redondea las primeras 10 predicciones a números enteros (para facilitar la comparación con las etiquetas reales).
  + y\_test[:10]: Muestra las primeras 10 etiquetas reales (valores objetivos) en el conjunto de prueba.
  + Imprime las primeras 10 etiquetas predichas y las correspondientes etiquetas reales, lo cual te permite observar qué tan cerca están las predicciones de los valores reales.

### Propósito del código

Este código es útil para evaluar visualmente si el modelo está realizando buenas predicciones. Si las etiquetas predichas son cercanas a las etiquetas actuales, esto indica que el modelo ha capturado bien la relación entre las variables de entrada y la salida en los datos de prueba. Para una evaluación cuantitativa, se pueden calcular métricas como el error cuadrático medio (MSE) o el coeficiente de determinación (R²).

**# Muestra las gráficas generadas en la misma celda**

El código que has compartido es para visualizar las predicciones de un modelo de regresión frente a los valores reales.

1. **%matplotlib inline**: Esta línea permite que las gráficas de Matplotlib se muestren directamente en la celda de Jupyter Notebook.
2. **plt.scatter(y\_test, predictions)**: Esta función crea un diagrama de dispersión donde el eje X representa las etiquetas reales (y\_test) y el eje Y representa las etiquetas predichas (predictions).
3. **Etiquetas y título**: Las líneas plt.xlabel, plt.ylabel y plt.title añaden etiquetas a los ejes y un título a la gráfica para hacerla más informativa.
4. **Ajuste de línea de regresión**:
   * **np.polyfit(y\_test, predictions, 1)**: Esta función calcula los coeficientes de una línea de regresión lineal (grado 1) que mejor se ajusta a los puntos de datos.
   * **np.poly1d(z)**: Crea una función polinómica a partir de los coeficientes obtenidos con np.polyfit.
   * **plt.plot(y\_test, p(y\_test), color='magenta')**: Esta línea traza la línea de regresión en la misma gráfica.
5. **plt.show()**: Finalmente, se muestra la gráfica.
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**Introducción:** Esta gráfica muestra cómo de bien un modelo matemático predice el nivel de cuencas (probablemente en relación al agua o al caudal). Compara los valores actuales, o reales, con los valores que el modelo ha predicho.

**Descripción de los Ejes:**

1. **Eje X** - Etiquetas actuales: Aquí se representan los valores reales del nivel de cuenca, basados en mediciones o datos existentes.
2. **Eje Y** - Etiquetas predichas: Aquí están los valores predichos por el modelo, es decir, los resultados que el modelo cree que deberían ser.

**Puntos en la Gráfica:**

* Cada punto azul en la gráfica representa una predicción que el modelo hizo. Idealmente, cada predicción debería coincidir con el valor real.
* Si el modelo fuera perfecto, todos los puntos azules estarían alineados en una línea diagonal, porque en un modelo ideal los valores predichos y los actuales son iguales.

**Línea de Tendencia (Línea Morada):**

* La línea morada muestra la tendencia general de las predicciones frente a los valores reales. Cuanto más cerca están los puntos de esta línea, mejor está prediciendo el modelo.
* Si la línea tiene una pendiente de 1 y pasa cerca del origen (esquina inferior izquierda), significa que el modelo predice bien en promedio.

**Interpretación de la Gráfica:**

* Observamos que muchos puntos están cerca de la línea, lo que significa que el modelo está haciendo un trabajo decente en predecir el nivel de cuenca. Sin embargo, también hay puntos alejados de la línea, indicando errores de predicción en algunos casos.
* Esta dispersión de puntos indica que, aunque el modelo tiene una relación con los valores reales, no siempre es preciso y puede mejorar.

**Conclusión:**

* En general, esta gráfica nos dice que el modelo es útil para predecir el nivel de cuencas, pero que no es perfecto. Hay ciertos casos en los que el modelo falla, y eso se ve en los puntos alejados de la línea de tendencia.
* Para mejorar el modelo, podríamos considerar agregar más datos, ajustar los parámetros o incluso probar otros métodos de modelado.

**# calculamos las métricas para este modelo**

Para calcular las métricas de este modelo y evaluar su rendimiento, estás utilizando tres métricas comunes:

1. **Error Cuadrático Medio (MSE)**:
   * mse = mean\_squared\_error(y\_test, predictions)
   * Este valor mide el error promedio entre los valores reales (y\_test) y las predicciones (predictions). Un valor más bajo de MSE indica una mayor precisión del modelo.
2. **Raíz del Error Cuadrático Medio (RMSE)**:
   * rmse = np.sqrt(mse)
   * La RMSE es la raíz cuadrada del MSE y mantiene las mismas unidades que los datos originales, lo cual facilita la interpretación. Un valor bajo también sugiere que el modelo es preciso.
3. **Coeficiente de Determinación (R²)**:
   * r2 = r2\_score(y\_test, predictions)
   * Esta métrica indica qué porcentaje de la variabilidad de los datos reales es explicada por el modelo. Un R² cercano a 1 indica que el modelo se ajusta bien a los datos, mientras que un valor cercano a 0 sugiere que el modelo no es efectivo.

Estos cálculos permiten entender cómo de bien está funcionando el modelo en términos de precisión (RMSE), promedio de error (MSE) y ajuste general (R²).

**Regresión Polinómica**

# Entrenamiento del modelo de regresión polinómica

Este código entrena un modelo de regresión polinómica para predecir el nivel de cuencas, o cualquier otra variable en tus datos.

1. **Definir el Grado del Polinomio**:  
     
   poli\_reg = PolynomialFeatures(degree = 2)

Aquí estamos creando un objeto PolynomialFeatures con un grado de 2, lo que significa que estamos transformando las variables originales en variables de segundo grado. Si quisieras un modelo más complejo, podrías aumentar el grado del polinomio (por ejemplo, cambiando degree = 2 a degree = 7, como sugiere el comentario).

1. **Transformar las Características**:  
     
   X\_train\_poli = poli\_reg.fit\_transform(X\_train)

X\_test\_poli = poli\_reg.fit\_transform(X\_test)

En este paso, el conjunto de entrenamiento y el conjunto de prueba se transforman para incluir términos de segundo grado (como x2x^2x2, xyxyxy, etc.). Esto permite al modelo capturar relaciones no lineales entre las variables.

1. **Definir el Modelo de Regresión Lineal**:  
     
   pr = LinearRegression()

Aquí se crea un modelo de regresión lineal, pero este modelo será entrenado en las características transformadas polinómicamente, lo que lo convierte en un modelo de regresión polinómica.

1. **Entrenamiento del Modelo**:  
     
   pr.fit(X\_train\_poli, y\_train)

En esta línea, el modelo se entrena utilizando las características de entrenamiento transformadas (X\_train\_poli) y las etiquetas reales (y\_train). Aquí el modelo aprende los coeficientes que mejor representan la relación entre las variables transformadas y el valor a predecir.

1. **Realizar una Predicción**:  
     
   Y\_pred\_pr = pr.predict(X\_test\_poli)

Una vez que el modelo está entrenado, podemos hacer predicciones sobre el conjunto de prueba (X\_test\_poli), que también ha sido transformado con las características polinómicas.

1. **Resultados del Modelo**:

* **Coeficientes (pendientes)**:  
    
  print('Valor de la pendiente o coeficiente "a":')

print(pr.coef\_)

* + Esto imprime los coeficientes del modelo (los valores "a" de la ecuación polinómica), que muestran la influencia de cada término en la predicción.
* **Intersección (intercepto)**:  
    
  print('Valor de la intersección o coeficiente "b":')

print(pr.intercept\_)

* + Esto imprime el valor de la intersección o intercepto "b" de la ecuación, que representa el valor inicial del modelo cuando todas las variables independientes son 0.
* **Precisión del Modelo**:  
    
  print('Precisión del modelo:')

print(pr.score(X\_train\_poli, y\_train))

* + pr.score() calcula el R² del modelo en los datos de entrenamiento, indicando qué tan bien se ajusta el modelo a esos datos. Un valor cercano a 1 significa un buen ajuste, mientras que un valor bajo sugiere que el modelo podría mejorarse.

### Resumen

Este proceso crea un modelo de regresión polinómica de grado 2, que captura relaciones no lineales entre las variables, mejorando la precisión en comparación con un modelo de regresión lineal simple. Con estos resultados, podrías analizar si aumentar el grado del polinomio ayuda a mejorar el ajuste o si el modelo comienza a sobreajustarse a los datos.

# Calcular el R^2 en el conjunto de prueba

Esta línea de código calcula el coeficiente de determinación R2R^2R2 para el conjunto de prueba, lo que te permitirá evaluar la precisión del modelo en datos que no fueron utilizados durante el entrenamiento:

r2\_test = r2\_score(y\_test, Y\_pred\_pr)

print('R^2 en el conjunto de prueba:', r2\_test)

* **r2\_score(y\_test, Y\_pred\_pr)**: Esta función calcula el valor R2R^2R2, que representa qué tan bien el modelo predice los datos de prueba (y\_test) en comparación con los valores predichos (Y\_pred\_pr).
* **Interpreta el R²**:
  + Un valor de R2R^2R2 cercano a 1 indica que el modelo tiene un buen ajuste y puede explicar gran parte de la variabilidad en los datos de prueba.
  + Un valor más bajo (cercano a 0) sugiere que el modelo no es bueno para predecir en el conjunto de prueba y podría necesitar ajustes.

Este R2R^2R2 en el conjunto de prueba es una métrica importante porque muestra si el modelo generaliza bien o si está sobreajustado a los datos de entrenamiento.

**# Entrenamiento del módelo de Random Forest Regressor usando los datos de entrenamiento**

Este código entrena un modelo de **Random Forest Regressor** para predecir el nivel de cuencas y luego evalúa su rendimiento usando métricas y una gráfica de comparación entre los valores actuales y las predicciones. Aquí tienes una explicación de cada paso:

**# Entrenamiento del Modelo:**  
  
model = RandomForestRegressor().fit(X\_train, y\_train)

print(model, "\n")

Aquí se crea y entrena un modelo de bosque aleatorio (Random Forest Regressor) usando los datos de entrenamiento (X\_train y y\_train). Los bosques aleatorios son potentes en tareas de regresión porque combinan múltiples árboles de decisión para mejorar la precisión y reducir el riesgo de sobreajuste.

**# Predicción**:

predictions = model.predict(X\_test)

Después de entrenar el modelo, se utiliza para hacer predicciones sobre el conjunto de prueba (X\_test).

**# Cálculo de Métricas de Evaluación**:

**# Error Cuadrático Medio (MSE):**  
  
mse = mean\_squared\_error(y\_test, predictions)

print("MSE:", mse)

* + El MSE mide el error promedio entre los valores reales y las predicciones. Un MSE bajo indica que el modelo predice con mayor precisión.

**# Raíz del Error Cuadrático Medio (RMSE):**  
rmse = np.sqrt(mse)

print("RMSE:", rmse)

* + La RMSE es la raíz cuadrada del MSE y está en las mismas unidades que los datos, lo que facilita la interpretación de los errores promedio.

**# Coeficiente de Determinación (R²):**  
  
r2 = r2\_score(y\_test, predictions)

print("R2:", r2)

* + El R2R^2R2 indica qué tan bien el modelo explica la variabilidad de los datos de prueba. Un valor cercano a 1 indica un buen ajuste.

**# Gráfica de Predicción vs. Valores Actuales:**  
  
plt.scatter(y\_test, predictions)

plt.xlabel('Etiquetas actuales')

plt.ylabel('Etiquetas predichas')

plt.title('Predicción de nivel de cuencas')

Este gráfico de dispersión compara los valores reales (y\_test) en el eje X con los valores predichos (predictions) en el eje Y. Cada punto representa una predicción. Si el modelo fuera perfecto, todos los puntos caerían en una línea diagonal.

**# Sobreponer la Línea de Regresión:**

z = np.polyfit(y\_test, predictions, 1)

p = np.poly1d(z)

plt.plot(y\_test, p(y\_test), color='magenta')

plt.show()

Aquí se ajusta una línea de regresión a los datos predichos para visualizar mejor la relación entre las etiquetas actuales y las predichas. Esta línea ayuda a ver si el modelo tiende a sobreestimar o subestimar los valores.

Esta evaluación te da una visión completa de la calidad del modelo Random Forest Regressor para predecir el nivel de cuencas.
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**Descripción General:** Esta gráfica muestra la comparación entre los valores reales y los valores predichos por un modelo de regresión. En este caso, el modelo ha sido diseñado para predecir el nivel de cuencas, y la gráfica nos ayuda a visualizar qué tan precisas son esas predicciones.

**Explicación de los Ejes:**

1. **Eje X (Etiquetas actuales):** Representa los valores reales o medidos del nivel de cuencas, es decir, los datos que queremos que el modelo prediga.
2. **Eje Y (Etiquetas predichas):** Representa los valores que el modelo ha predicho basándose en los datos de prueba.

**Interpretación de los Puntos en la Gráfica:**

* Cada punto azul en la gráfica representa una comparación entre el valor real y el valor predicho para un dato específico.
* Si el modelo fuera perfecto, todos los puntos estarían alineados en una línea diagonal, donde las predicciones coinciden exactamente con los valores reales.

**Línea de Regresión (Línea Morada):**

* La línea morada representa la tendencia general de las predicciones en relación con los valores reales.
* Cuanto más cerca están los puntos de esta línea, mejor está prediciendo el modelo, ya que indica que las etiquetas predichas son similares a las etiquetas actuales.
* Si la pendiente de esta línea es cercana a 1, eso sugiere que el modelo predice con bastante precisión, pero si la línea se aleja mucho de los puntos, es una señal de que el modelo necesita ajustes.

**Conclusión:**

* La gráfica muestra que, en general, las predicciones están cerca de los valores reales, pero también hay cierta dispersión, especialmente en valores altos. Esto indica que el modelo hace un buen trabajo en promedio, pero puede fallar en algunos casos específicos.
* Para mejorar la precisión, podríamos considerar ajustar el modelo o probar con otros modelos de predicción.

**# Entrenamos el modelo Decision Tree Regressor con los datos de entrenamiento**

Este código entrena un modelo de **Árbol de Decisión para Regresión** (Decision Tree Regressor) y luego visualiza la estructura del árbol entrenado.

1. **Entrenamiento del Modelo**:  
     
   model = DecisionTreeRegressor().fit(X\_train, y\_train)

print(model, "\n")

En esta línea, se crea y entrena un modelo de árbol de decisión para regresión usando los datos de entrenamiento (X\_train y y\_train). Los árboles de decisión funcionan dividiendo el espacio de datos en regiones más pequeñas, y cada nodo del árbol representa una regla de decisión que ayuda a predecir el valor final.

1. **Visualización del Árbol de Decisión**:  
     
   tree = export\_text(model)

print(tree)

Aquí, se utiliza la función export\_text para obtener una representación en texto del árbol de decisión entrenado. Este texto describe la estructura del árbol, mostrando las reglas de decisión que el modelo ha aprendido. Cada nodo del árbol representa una división en los datos basada en un umbral específico de una de las características, y las hojas del árbol representan los valores de predicción finales.

### Ejemplo de la Salida del Árbol

La salida podría verse algo como esto:

|--- feature\_1 <= 10.5

| |--- feature\_3 <= 5.0

| | |--- prediction: 120.0

| |--- feature\_3 > 5.0

| | |--- prediction: 130.0

|--- feature\_1 > 10.5

| |--- feature\_2 <= 7.0

| | |--- prediction: 140.0

Cada línea representa una decisión que el modelo toma para dividir los datos, y en las hojas (predictions) está el valor final que se usa para las predicciones en esas ramas.

### Interpretación

El árbol de decisión muestra cómo el modelo segmenta los datos en función de los valores de las características (features). Esto te da una idea de qué características son las más relevantes y cómo contribuyen a la predicción final. La profundidad del árbol también indica la complejidad del modelo; un árbol más profundo tiene más reglas, lo que puede ayudar en precisión, pero también aumenta el riesgo de sobreajuste.

**# Evaluamos el modelo usando los datos de prueba**

Este bloque de código evalúa el modelo **Decision Tree Regressor** usando el conjunto de datos de prueba y muestra las métricas de rendimiento junto con una gráfica de comparación entre los valores reales y las predicciones.

predictions = model.predict(X\_test)

El modelo entrenado se utiliza para hacer predicciones sobre el conjunto de prueba (X\_test). Esto genera un conjunto de valores predichos (predictions) que luego se compararán con los valores reales (y\_test).

**# Cálculo de Métricas de Evaluación:**

* **Error Cuadrático Medio (MSE)**:  
    
  mse = mean\_squared\_error(y\_test, predictions)

print("MSE:", mse)

* + El MSE mide el error promedio entre los valores reales y las predicciones. Un MSE más bajo sugiere que el modelo tiene una precisión alta en promedio.
* **Raíz del Error Cuadrático Medio (RMSE)**:  
    
  rmse = np.sqrt(mse)

print("RMSE:", rmse)

* + La RMSE es la raíz cuadrada del MSE y proporciona una métrica de error en las mismas unidades que los datos, lo cual facilita su interpretación.
* **Coeficiente de Determinación (R²)**:  
    
  r2 = r2\_score(y\_test, predictions)

print("R2:", r2)

* + El R2R^2R2 muestra qué tan bien el modelo explica la variabilidad en los datos de prueba. Un valor de R2R^2R2 cercano a 1 indica un buen ajuste, mientras que un valor bajo sugiere que el modelo podría mejorarse.

**# Gráfica de Predicciones vs. Valores Actuales**:  
  
plt.scatter(y\_test, predictions)

plt.xlabel('Etiquetas actuales')

plt.ylabel('Etiquetas predichas')

plt.title('Predicción de nivel de cuencas')

Esta gráfica de dispersión muestra la relación entre los valores reales (y\_test) en el eje X y los valores predichos (predictions) en el eje Y. Cada punto azul representa una comparación entre un valor real y su correspondiente valor predicho.

**# Sobreponer la Línea de Regresión:**  
  
z = np.polyfit(y\_test, predictions, 1)

p = np.poly1d(z)

plt.plot(y\_test, p(y\_test), color='magenta')

plt.show()

Esta línea morada representa una regresión lineal entre los valores reales y predichos. Cuanto más cerca están los puntos de esta línea, mejor está funcionando el modelo. Si los puntos se agrupan cerca de la línea diagonal, indica que el modelo es preciso en sus predicciones.

Esta gráfica y las métricas ofrecen una visión clara del rendimiento del modelo de árbol de decisión para predecir el nivel de cuencas.
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La gráfica es una dispersión que compara los valores actuales de nivel de cuencas (en el eje X) con los valores predichos (en el eje Y). Algunos puntos clave para el análisis son:

1. **Tendencia positiva**: La línea de tendencia (en color magenta) muestra una relación positiva entre los valores actuales y los predichos. Esto sugiere que, en general, el modelo de predicción tiene una relación lineal directa con los valores reales, lo cual es un buen indicio de precisión.
2. **Distribución de puntos**: Aunque muchos puntos están cercanos a la línea de tendencia, lo que sugiere una buena predicción, también se observan algunos puntos dispersos, especialmente en la parte superior de la gráfica. Esto indica que en ciertos casos, las predicciones no se ajustan exactamente a los valores reales y pueden existir errores de predicción.
3. **Precisión del modelo**: La proximidad de la mayoría de los puntos a la línea de tendencia sugiere que el modelo tiene un desempeño razonablemente bueno. Sin embargo, la dispersión indica que todavía hay margen de mejora, ya que algunas predicciones difieren significativamente de los valores actuales.
4. **Rango de predicción**: Los valores predichos se encuentran en un rango de aproximadamente 110 a 170, similar al rango de los valores actuales. Esto muestra que el modelo está capturando bien el rango de los datos reales.

En resumen, la gráfica sugiere que el modelo tiene un rendimiento aceptable, con una tendencia lineal bien definida. Sin embargo, los puntos dispersos indican que hay variabilidad en la precisión de las predicciones, y mejorar el modelo podría reducir los errores en algunas predicciones.

**# Entrenamiento del modelo Gradient Boosting Regressor**

1. **Entrenamiento del Modelo**:  
     
   model = GradientBoostingRegressor().fit(X\_train, y\_train)

print(model, "\n")

Aquí entrenas el modelo utilizando los datos de entrenamiento X\_train y las etiquetas correspondientes y\_train.

1. **Predicción y Evaluación**:  
     
   predictions = model.predict(X\_test)

mse = mean\_squared\_error(y\_test, predictions)

print("MSE:", mse)

rmse = np.sqrt(mse)

print("RMSE:", rmse)

r2 = r2\_score(y\_test, predictions)

print("R2:", r2)

En esta sección, realizas predicciones sobre el conjunto de prueba X\_test y luego calculas tres métricas de evaluación:

* + **MSE (Error Cuadrático Medio)**: Mide la media de los errores al cuadrado, lo que penaliza más los errores grandes.
  + **RMSE (Raíz del Error Cuadrático Medio)**: Es la raíz cuadrada del MSE, proporciona una interpretación en las mismas unidades que las etiquetas originales.
  + **R² (Coeficiente de Determinación)**: Indica qué tan bien se ajusta el modelo a los datos, donde un valor de 1 indica un ajuste perfecto.

1. **Visualización**:  
     
   plt.scatter(y\_test, predictions)

plt.xlabel('Etiquetas actuales')

plt.ylabel('Etiquetas predichas')

plt.title('Predicción de nivel de cuencas')

z = np.polyfit(y\_test, predictions, 1)

p = np.poly1d(z)

plt.plot(y\_test, p(y\_test), color='magenta')

plt.show()

Creas un gráfico de dispersión para comparar las etiquetas actuales con las predicciones. La línea de regresión que sobrepones ayuda a visualizar cómo se alinean las predicciones con las etiquetas reales.
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### 1. Tendencia Lineal y Correlación

* La línea magenta representa la tendencia de los datos y sugiere una relación lineal positiva entre las etiquetas actuales y las predichas. Esto indica que, en promedio, el modelo predice valores que se alinean con los valores reales.
* La inclinación de la línea sugiere que el modelo es generalmente capaz de captar la relación entre las variables, aunque no es perfecta debido a la dispersión de puntos alrededor de la línea.

### 2. Distribución y Dispersión de los Puntos

* La mayoría de los puntos están cerca de la línea de tendencia, lo que indica que el modelo tiene un buen ajuste en muchos casos. Sin embargo, hay una dispersión notable, especialmente en ciertos rangos de valores.
* En el rango de valores actuales entre 120 y 150, la dispersión es moderada, pero se observan varios puntos que están separados de la línea, lo cual indica que el modelo tiene mayor variabilidad en sus predicciones en este rango.
* En el rango de valores más altos (170-190), aunque el modelo sigue la tendencia, se observa una ligera desviación que sugiere que el modelo podría estar subestimando o sobrestimando ciertos valores.

### 3. Errores de Predicción y Sesgo

* Los puntos que se alejan de la línea magenta representan errores de predicción. La variación en estos puntos sugiere la presencia de error aleatorio, y quizás un pequeño sesgo sistemático en algunos rangos.
* Algunos puntos más altos por encima de la línea pueden indicar sobreestimación del modelo, mientras que los puntos por debajo de la línea pueden indicar subestimación.
* El modelo parece ser menos preciso en el rango medio de valores actuales (aproximadamente entre 130 y 150), donde la dispersión es mayor. Esto podría sugerir que el modelo no captura bien la complejidad de los datos en ese intervalo.

### 4. Rango de Predicciones

* Los valores predichos se extienden aproximadamente entre 110 y 170, mientras que los valores actuales también están en un rango similar, lo que es un buen indicio de que el modelo no realiza predicciones fuera de escala.
* La coherencia del rango entre los valores actuales y predichos indica que el modelo es capaz de capturar el rango de variación de los datos, lo cual es importante para evitar problemas de extrapolación.

### 5. Calidad de las Predicciones

* La alineación de los puntos con la línea sugiere que el modelo es razonablemente bueno para hacer predicciones en la mayoría de los casos, aunque con margen de mejora.
* Los puntos dispersos sugieren que ciertos datos de entrada pueden estar afectando negativamente la precisión del modelo. Este análisis sugiere que se podría trabajar en reducir estos errores, tal vez mediante una selección de características más precisa o ajustes en los hiperparámetros del modelo.

### Conclusión General

* El modelo logra capturar una relación lineal con los datos actuales, lo cual es un buen punto de partida. Sin embargo, la dispersión de los puntos en ciertos rangos indica que el modelo aún no es perfecto y podría mejorarse.
* Podría ser útil aplicar técnicas adicionales, como regularización o aumentar la cantidad de datos de entrenamiento, para reducir la variabilidad y mejorar la precisión del modelo en aquellos rangos donde la predicción es menos precisa.

En resumen, la gráfica muestra un modelo de predicción que en general sigue la tendencia de los datos actuales, pero presenta áreas de dispersión que sugieren errores en las predicciones, especialmente en el rango medio de los valores actuales. Estos insights podrían ayudar en la mejora del modelo.